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【问】

那就先大概的讲一下你的这个专业的背景吧，以及做过的一些开发的经历，大概是多长时间的？

【答】

我本科专业是XX工程，然后正好我们学校的XX工程也是非常实践的工程，就是一进学校就是做项目的那种，所以我们从，如果硬算我第1个项目的话，可能能够追溯到大一12月份，那次是一个组队的一次python比赛，python就是那种在一天或者两天之内写一个项目，那个比赛应该是我严格意义上来说的第1个项目，然后那个项目基本是我一个人写的，因为当时组内的其它同学可能也不太会写程序，基本是我写的，然后那场比赛严格来说算个人项目，然后团队项目的话是在第2学期，就是大一下学期，有一次个小游戏比赛。那个是我们4个人一起，应该是我们4个人一起写了一个游戏，那个可以算是我的一个团队项目。然后之后的话就是大二那年，就是做的项目就比较多了，我们课程里面会有那种规模相当大的一个，我们大二上的一个专业课，它的大作业就是一个项目，然后那个项目规模还是比较大的，就是我们也是4个人做完，整个项目代码可能代码有4万行，文档可能有10万字，这样的规模。然后那一年我还参加了一些组队比赛，嗯，那些项目可能也是在一两万行左右的代码，然后之后就是一直做项目，因为我们专业就是做项目的一个专业，然后到了大三暑假的时候我去了微软苏州实习，然后就在里面实习了三个月，也是负责一个内部监控系统的开发。到现在我研究生期间，我实验室也是一个非常工程的实验室，所以也是基本上是在做项目，但是研究生期间的这些项目基本都算是我个人项目，因为我找不到同学，同学也做工程，大致就是这样。

【问】

这样说你的开发经历，其实从大一算的话有四五年的时间了。那算是经验比较丰富的。然后就是想问一下你，你可以举一些比较具体的例子，可以回想一下你最近或者是以前学过的某一个新的工具，或者新的软件，新的技术，然后大概的讲一下你学习这个软件的整个一个过程，就是你从听说这个工具或者这个框架开始，然后去学会它，然后运用它来做一些开发的工作，或者是完成了项目，整个过程你是怎么做的。

【答】

行啊，这个其实我感觉，一般开发者的话学习路径一般是学新框架吧，可以这么说啊，学新框架的流程基本是固定的，就是提出了这个框架，然后去看它的官方网站或者GitHub，GitHub上面就会共享它的文档，然后文档里面一般就会，一般首先是一个getting started的部分，那部分就是给没有用过这个东西的开发者来学习，然后一般讲getting started的部分就是能够简单的了解这个框架是做什么的，然后看getting started的时候应该可以开始写一点东西了，我在写这个东西的过程中，可能还会去看一些更详细的，一些更细节的部分，就是它文档里面也会包括一些除了getting started，其它的具体某一块的文档的部分，就是当getting started不够的时候就会去看比较深入的那些部分，主要来说就是先看getting started，然后就边写边看其它部分。

【问】

相当于就是边学边用，相当于你是看了这个getting started的这个概览，然后了解一下大致的功能，做法等等，然后就开始用了，然后用用到的过程中遇到问题，然后再去看那个文档的深入详细的那部分对吗？

【答】

对对，然后如果文档不够的话再去网上搜一些，就搜出什么issue或者stack overflow上面的一些问答。

【问】

那你在做的过程中遇到问题，就是你刚才说的是遇到问题你会返回那个文档来重新看，那还有其它的解决的办法吗？

【答】

遇到问题的时候，一般来说就是看文档或者是在网上去搜这个问题，嗯，如果没法解决的话，我有时候会去看一下源码，但是一般是不会去看的，因为源码，因为每个人写的代码风格其实不太一样，你看源码一般也看不懂啊，而且有时候有的东西很复杂，你那个源码你也没办法看。

【问】

那就是优先还是自己去解决，不是一上来就问其它人问老师和同学，优先自己解决。

【答】

对。

【问】

刚刚你也讲了你的开发经历，然后你作为一名，也算是程序员嘛，你觉得在中国程序员和其它专业的人，其它职业的人相比有什么特征？

【答】

特征，具体可以说是什么样的？

【问】

很笼统的，比如说你们自己对自己的一个性格啊，职业、工作的习惯，生活的习惯、或者是学习的习惯都有哪些比较典型的？

【答】

我觉得可能一大特征是遇到问题先靠自己吧，就是在计算机世界里面遇到的问题一般都是你自己的问题，不会是别人的问题，所以遇到问题首先会看自己有没有错，然后如果发现自己无法解决的，就先自己去看一看，实在不行了再去一些问答网站上询问，然后可能其它跟人打交道比较多的那些职业，可能很多东西不是一个人能解决的，所以那些职业可能就是遇到问题第一反应可能是拉人拉个群一起聊一聊什么。

【问】

那从学习的习惯上来看呢？

【答】

学习的习惯上，我觉得虽然可能会知道一直学习这个概念吧，可能会强调这个概念，就是知道自己什么都不懂，知道自己应该去不停的追，不停的看整个业界的发展情况，不停的去看，就是新出现的什么东西，然后尝试去用一下。

【问】

就是说这个职业它要求是要不断的学习的，因为新的东西出来就很快，你要不断的学习才能跟得上。另外就是你们可能就偏向于自学对吧？

【答】

对，偏向于自学。因为新东西一般不会有太多资源能够让你去很简单的学习的，你可能会需要去啃一些刚出来的一些不能完善的一些资料。

【问】

噢，那就想问一下你，你觉得在你的开发工作中，技术文档是占据什么样的地位？它的重要程度如何？

【答】

从几个方面来看吧，首先是如果你在学习一个东西的时候，那肯定技术文档是最重要的，因为即使是开源项目也不会有人去看代码，即使这个项目是开源的，大家在使用这个东西的时候是不会去看它代码的。

【问】

是因为代码很难看懂嘛？

【答】

嗯，对，而且开始看代码的效率一般比较低的啊，一般就是在学习过程中肯定基本都是看文档的。然后如果是合作方面的话，就是你自己写的项目，然后想把这个项目推出去给其它人用的话，文档也是个比较重要的东西，因为你在写文档的过程中比你嘴巴说是多了一个思考的过程，你嘴巴说可能就是像现在这样卡顿，但是你写文档你会必须想每个计划，就是怎么把这个东西描述的简练又清晰这样。主要这两方面吧，程序员的工作，要么就是用别人的，要么就是自己写。

【问】

一个就是对于自身学习来说，看文档是效率比较高的一种方式，然后对于内部团队的沟通来说文档能够加强你的沟通的效率。

【答】

对对。

【问】

嗯，好的，哦，那你平时都会用哪些类型的文档，你可以就是想想自己在平时的学习还有工作的过程中，都有求助哪些资料？这些都可以算做文档。

【答】

其实刚才您说的那些文档其实都有看的，比如说，就是它们自己写的那种，就是用来入门的那种框架的文档吧，那种是特别需要看的，然后有时候，嗯因为你在用一个框架，这个框架可能会提供很多的API，每个API是做什么的，这个一般会有一个专门的API reference，那块一般不会一开始就看，但是有时候遇到的时候会看一下。

【问】

用到是指你要去看具体的参数或者某个函数？

【答】

对对，或者是看这个包提供了哪些功能，会在那里面看。然后用户文档就是面向最终用户的，这个在开发过程中其实也会看，比如说你在开发过程中还有一堆开发工具，那么对于这些开发工具，我们开发人员就是它的用户，所以就看这个用户文档，然后那些刚才说的论坛这些地方，其实你在搜一些问题的时候就会进这些论坛，因为这些论坛，因为它们也是某个具体的问题，可能有些具体的问题跟我遇到的问题比较相近，那么在解决这种问题的时候，看论坛的效率是要比看文档的效率更高的，因为文档它只是开发者觉得你会遇到什么问题，而不是用户遇到了什么问题，但是论坛的问题都是用户遇到的问题，很可能跟你遇到的问题比较像，那么论坛是一个比较好的，主要是这些。

【问】

论坛就是在国内像博客园这样的吗？

【答】

博客园，对，一般用的多的框架博客园里面会有一些，虽然看的很少，但是确实很实用的一些东西，然后，我其实一般是看英文资料，因为感觉中文资料质量确实不太行。

【问】

那英文的话就是哪个论坛？

【答】

主要是stack overflow，有的GitHub issues下面也会有一些问题。其它的redis也会有一些问题。

【问】

那你平时找到这些资料的途径主要是靠搜索引擎来搜？

【答】

对，就是靠搜索引擎。

【问】

那除了这个之外还有其它的方法途径吗？

【答】

我个人，因为最近我做的项目其实一般都是个人项目，所以一般都是靠搜索引擎来搜索，但是之前比如说跟其它人合作的话，遇到一些其它人负责的模块，还可以去问一下其它人。然后我之前喜欢加一些技术讨论QQ群，现在不喜欢加了，之前有时候有的问题也喜欢在那里面去问。

【问】

这个QQ群是由谁来维护的？  
【答】

也是一些技术人员。就是有的项目，尤其是国内的项目，它会在那个里面贴一个什么钉钉群QQ群的一个二维码，你扫进去，那么这个群里面的大家都是在讨论这个项目，有时候有的问题就在这里解答，然后国外好像也有这种群吧。我忘记那个平台叫什么了。国外也有这种开发者维护的群，然后里面全是关于这个群的一个讨论组，这个里面会有挺多的讨论组。

【问】

那这种开发者的群不算是官方提供的一个地方吧？

【答】

如果是从官方文档，如果是从文档进来的那个一般是官方的。一般里面也会有一些那个库自己的开发者在里面解答，比如说那个v2ex，是叫这个名字吧，国内的一个论坛，那个论坛里面，它那个就是开放者自己的一个讨论社区了。有的时候这里面会有一些讨论区，这种群就是开发者自己的群，就是爱好者加进去的一个群。

【问】

那你找到这些文档之后，找到这些资料之后，你会怎么快速的找到，快速的定位自己需要的信息呢，因为文档有可能是篇幅比较长的。

【答】

一般定位信息也是靠搜索引擎来搜，因为这种文档一般它能够被搜索引擎检索，所以我遇到问题就是直接在搜索引擎里面搜，搜索引擎能带我进去。然后实在不行了，可能就是文档，现在一般是用框架式文档，有一些文档框架，然后它部署成一个静态网页，然后这种一般会提供一个搜索的入口，一般有时候也可以这样搜进去。

【问】

我的意思是打开了这个文档的页面之后，你的一个阅读习惯是怎么样的？是从头到尾读还是说就是通过一些其它的手段来快速的定位一些关键词。

【答】

文档其实不会用来读，就是按我之前说的那种流程，一开始先看getting started，getting started的部分肯定是一步一步来吧，都这样，但是到更详细的部分不会去读，就是我用到什么，我需要什么东西，我先去搜索引擎上面去搜，它会直接把我带到文档的某个页面区，我不会没事去读它那些详细的部分，因为没有用，知道吗？

【问】

嗯，那下一个问题是，你刚才也提到你读过一些，你主要是读一些英文的文档嘛，然后就相当于你读过一些国外的文档，然后国内的你应该也读过了，那就是从你读过的文档的经验来看，你觉得它们的质量怎么样，国内的国外的你都可以举一些例子，比较好的例子，比较典型的写的很好的文档的例子和写的很差的文档的例子，然后你可以分别说说它们好在哪里，差在那里。

【答】

嗯，还是先举国外的吧，我觉得写的文档比较好的就是微软系列的东西，因为微软自己有一个MSDN，叫docs.microsoft.com，对应该叫这个，这个是微软自己维护的一个文档网站，然后这个里面就会有微软所有的产品的文档，比如说它的那个网页框架，那个东西的文档非常详细，它既有那种get started的部分，就是你可以一段一段的，可以从0开始学习一个框架，它还有那种给稍微热门一点的用户，就是我具体想要什么功能，比如说我具体想实现数据库的链接，那么它就有一个部分教你怎么做这一个功能，就是很具体的一个功能，它有这么一块，这是给终极用户，然后它也有那种API reference那样那种类型的文档。而且微软的那套文档的话，它的那个覆盖面是非常广的，基本上是你遇到什么问题就能在上面搜到。然后再举一个例子吧，这个例子就是，比如说Spring，就是Java的一个IOC库嘛，以及它的那个springboot做web，那个框架其实也是一个用户非常广的框架，但是其实我觉得没有什么人读它的文档，因为我确实，它的文档我觉得它就差一点实用性，就我可能看过几眼它的文档，但是我印象不深了，就是因为在springboot上面遇到的问题，一般你会去搜索引擎上面搜，不会直接跳到文档里面去，会跳到一些论坛或者stack overflow，或者国内的文章，一些知乎文章上面去。因为它的文档没有覆盖到开发者想要的东西，就是这样，所以它的实用性不大。然后微软的就是，它会针对开发者想要的东西，提供一个这样的文档来给你看，这样子。国内的话，因为这些框架主要是国外的，国内写的比较多的框架，比如说XX的开放者文档，那个我看过几页，怎么说呢，XX的开发者文档，我觉得算是还可以了，就是我想要的，我想要看的那些功能部分它还是会写的，嗯，我觉得XX的开放者文档还是可以的。国内的其它的文档我觉得可能就不好说了，因为确实没怎么用国内的东西，然后我觉得比较不好的吧，是一个叫swc的东西，我可能偏web前端一点。swc是一个用rust写的前端的一个库，它可以用来转译js，这个库它的文档我真的，就是连它的getting started部分我都跑不下来的，它的文档实在是太简略了，什么都没有。

【问】

意思是太简略了，跑不下来是因为它没有给例子吗？

【答】

是给例子，但是除了很简单的例子之外就没有进阶一点的部分，就是我把getting started跑下来之后，我想进行一些复杂的一些配置什么的，它都没有写，所以是这样。然后跟它对应的，另外有一个叫esbuild的，也是跟它差不多的，可以用来打包js转译这种东西，是国外的一个框架。那个东西它的文档就很详细，它就有很详细的getting started部分，然后到每一部分，比如说我要加TS支持，我要加入react支持，这种部分，它对react是怎么支持的，对js是怎么支持的，它都有详细的一篇文档来说。那么这两个框架其实它们的领域非常相近，但是它们的文档就是一个天上一个地下。

【问】

你能大概总结一下这些点吗，你刚才说的点其实是比较笼统的，我看主要是在内容上面，大概总结一下文档，它的内容好在哪里，不好在哪里。刚才你提到的内容上它会比较详尽，会提供一些例子是吧？

【答】

嗯，对某一个功能类型的例子，这样说吧，一般来说软件框架都会有getting started部分，这个部分一般来说，就算我自己写框架我也会写这个部分，但是它的文档好与坏就是在getting started之后，有没有足够的文档让你更深入的了解和使用这个框架。因为你用一个框架，你不可能只用它的基本功能啊，你会有它的高级功能。那么好的文档，比如说微软的文档，它会对你可能用到的每一个功能，它都会写一篇文档来教你怎么把这个功能集成到一个项目里面。那么不好的文档可能就会差在这一部分，就是我想用更高级的功能这部分。

【问】

然后想问一下你平时读到过的这些文档里面，如果发现它有一些问题啊，你能找到给文档的原作者反馈的途径吗？

【答】

这个如果是开源项目的话，现在的开源项目的文档一般是独立维护的一个项目，然后那个项目一般会独立成一个GitHub repo，如果想对这个repo反馈的话，就往这个repo里面发issue就行了，我自己还改过一些。

【问】

那除了开源项目，那种非开源的项目有反馈的途径吗？

【答】

这个我想想。这个我可能没咋用。

【问】

就比如说国外的一些产品，一些框架，它的官方文档里面会有反馈的途径吗？

【答】

对的，一般这种文档它自己也是开源的，也是按照开源的那套反馈和贡献的流程走的，就是在GitHub发issue。

【问】

那只要是有它有反馈的途径，然后你发现它有问题，或者你有什么疑问，你都会愿意去提一些反馈一些评论是吗？

【答】

如果发现我文档看不懂的时候，首先都是先去查，然后再去问其它人。然后实在有问题才去发issue。

【问】

那如果是就觉得哪里写的不好或者哪里有错误的地方你会给它提意见吗？

【答】

这个我没有，但是有时候，我还是提过一点，但是一般不会提的，那些东西是我觉得举手之劳就可以去改一改的，就觉得没有太大的必要非得花这个时间去提意见。因为提意见，你得组织你自己的语言嘛，我其实还是比较懒的。

【为】

那你有这种动力吗？就希望你通过提意见，然后让这个文档变得更好，然后也帮助其它人规避你遇到的类似的问题，有这种动力？

【答】

这种记录下我遇到什么问题，然后我解决的，我会写博客，我是更喜欢这种途径。因为写文档这个事情呢，你得把你的东西提交到别人的项目里面，别人的仓库里面，那么你就得保证你自己的东西和别人写的东西是契合的，比如说你写的语言至少看着不那么Chinglish。然后因为我们本来就有语言不一样，可能写出的东西别人可能不咋看得懂，这个其实看很多GitHub上一些中文开发者写的英文文档也是有这个问题的。我自己有时候，比如说我可能看一两年前我自己写的英文资料，我可能就觉得啊我写的什么东西，所以就不太敢和愿意去贡献英文的一些文档。

【问】

那你提到语言的问题，你平时看的应该比较多的还是国外的一些文档，你觉得从阅读上来看你觉得语言是一个问题吗？你会觉得有不太能够理解的地方嘛？

【答】

这个反倒我觉得，因为大家都是用英文编程的，看英文文档可能比看中文文档效率还高一点，因为那些概念也不用再重新翻译一遍，但是阅读速度上会降低一些，但是还是更愿意去读英文的文档，因为觉得更权威更靠谱。

【问】

那你自己有写过技术文档吗？

【答】

应该有写过的。

【问】

可以大概的展开来讲一下你写过的文档的例子吗？是什么项目当中写到的，是什么样的文档，然后里面包含哪些东西？是给谁看的？

【答】

就是这样子，我大二的时候，我们当时有个组队项目，那个项目里面不是说有10万字的文档吗？这种文档很大部分其实是给老师看的，因为当时也有一部分是用来给大家互相交流，嗯，比如说，那个项目里面是个标准的一套瀑布式开发流程，就是首先是需求文档，就是你得搞清楚你这个项目是要做什么，这个东西我觉得非常必要的，因为你自己做的什么都不知道，这个肯定是真的没法做，接下来是设计文档，就是架构设计，就是整个大的架构是怎样的，然后是详细设计文档，就是按瀑布式开发流程来说的话，那个就是一些类图，数据表，这些都属于在这里面，然后后面是测试文档，测试文档那个时候我觉得没有什么用，然后最后是一个用户文档，就是面向用户的，就是把这个功能，你这个软件的主要功能和流程写在用户文档里。比较重要的文档，我觉得是就是刚才说的那些需求，架构，详细设计以及最后的用户文档。当然还有一些其它文档啊，比如说什么测试文档，我觉得那个就是应付老师的。

【问】

这个主要就是在团队开发内部，就是给老师还有给队员看的。

【答】

对，我觉得能起到主要作用的还是需求和设计文档，设计文档分为架构和那个详细设计文档。详细的设计文档就会包括什么接口文档这样的，我在这个项目里是画在详细的设计文档里面。这种是个比较完整，就是比较大的一个项目了。但是后面，比如说我自己写了一些GitHub的小库，那种东西一般也不会分的这么详细，比如有一个库它是做什么的，一般就写一份文档，然后就先介绍你这个东西是做什么的，然后就写一块getting started的部分，就是教别人怎么用，然后写一个API的一些流程。不对，接下来部分应该是详细功能，就是用户想做一点更高级的功能应该怎么做，这个部分，然后最后就是一个详细的API reference。一般就是这种情况。

【问】

那这种文档一般就是类似于readme这样的，就放在那个仓库里面。

【答】

对，短的话readme就够了，那长的话就用它那个wiki的功能，或者专门在repo上面放一个DOS目录，然后里面就放了一些文档。

【问】

那你觉得在写这些文档的过程中遇到的困难的地方是什么？

【答】

遇到的困难我觉得，我觉得有一点是比较重要的，就是文档和代码的契合度，因为你东西在更新，那么除了代码更新你的文档也要更新。这个尤其是很多质量不好的文档，它一个质量不好的点就体现在这个地方，就是它的文档落后于代码。这个是比较复杂的，所以现在我自己其实也遇到过这种问题。然后现在在我自己的项目，就是我现在在实验室负责项目，一般采取的措施就是尽可能少写文档，就是能够生成的文档尽可能生成，对自动化生成。比如说那些接口，我觉得是没有必要先用代码写一遍，然后再用自然语言写一遍。我现在是采用工具自动帮我生成接口文档，这样挺好的。

【问】

都有哪些工具？

【答】

RESTful API一般就是有smart doc这种工具，它能够自动根据你代码里面提供的API point，然后它会自动分析这个代码，然后生成一个网页，这个网页就是你这个项目里面所有的接口。这样子就能够一部分解决文档落后于代码的问题，但是因为自动化生成它也有它的局限，就是接口部分现在做的比较好，但是其它的除了API reference，比如说其它一些新功能，比如说你加了一个新功能，你要把这个新功能介绍给其他人，教他们怎么用，那么这一部分还是得自己写。嗯，我看到的一些开源项目它会这么说，它会说，比如它介绍一个功能，但是这个功能有一个非常复杂的规则，它懒得写，它不想写，它不想把规则一句一句列在文档里面，它就说那你自己去看测试目录，它就让你自己去看项目的测试用例。我自己虽然看到这个比较烦，但是我觉得这个方法确实也还是比较好的，因为测试用例其实也是比文档详细的，而且它可以很大的减轻开发者写文档的压力，因为懂的都懂，大家确实不太喜欢写文档。因为其实很多情况下，写文档的时间是比写代码要多的，就写的比较累，就这样。

【问】

那最后一个就是想问一下，如果有一个比较理想化的状态，就是有一个质量很好的文档都能满足你的需求，那你觉得这个文档应该是什么样子？就是说你期待用到什么样的文档？你可以列举你期望中的那种比较好的文档的维度。

【答】

其实一个比较好的文档，我觉得，其实跟我们之前说的那种，就是我觉得好的文档的几点，那几个部分比较类似，就是你首先得有一个getting started部分让我开始上手，然后给我借，然后下一部分是给我介绍每一个常见功能怎么用，然后最好还有一个FAQ，就是开发者觉得开发者觉得可能会遇到的问题，列一点出来，怎么解决这件事，然后最好这一部分开发者还能够不停的加上去。

【问】

就有一个提问的类似于社区的地方。

【答】

不是社区，现在说的还是文档的一部分，就是以Q&A格式组织的一块，就是常见的问题了，然后这种东西开发者最好还是能够维护一下，就是如果开发者接到什么反馈，反馈比较多的问题能够往上面放一下，然后API reference这部分最好是要有的，然后最好是把每一个接口的介绍写详细一点。然后，然后除了这种严格意义的文档之外，最好能够有一个讨论社区吧，不管是什么工具，最好能有个有开发者在的好的社区，然后最好这些开发者也能够在各种论坛上面去活跃一下，就看到有人问这个问题也去答一下。还有就是代码里面的注释，代码里面的注释我觉得也是可以算文档这部分，这部分我觉得也是写得越详细越好。然后就是代码里面的注释和API reference这两个部分一般是1对1的，一般是会有从代码注释生成API reference的工具，这部分越详细越好啊，然后最好还能够提供示例，可以在API reference中提供一些简单的使用方法，比如说这个函数怎么调用，然后最好在文档那里面也可以提供几个示例项目。

【问】

这个示例指的是它提供了具体的实现的代码吗？

【答】

就是怎么用这个东西，你就写一个很小的项目，虽然比较小，但是像这个网站架构它主要实现了这个功能。

【问】

除此之外，你刚才讲的大部分都是关于文档的内容本身的，那么除了内容之外，比如说对文档的这个结构有什么期待？

【答】

文档的结构，就是刚才说的那几个部分。

【问】

你觉得大部分的文档都是按照这个逻辑来写的。

【答】

我觉得这个逻辑还是可以的，就是能够兼顾各种级别的用户，各种级别的开发者。

【问】

那你们阅读的时候，从文档和人的交互上来说，就比如说一些官方文档它的UI设计等等，你觉得有什么可以改进的地方？

【答】

比如说可以加入一些，我觉得如果有那种示例工具，就是你可以很快点一下就能运行，比如说那个kubernetes的文档我觉得它就非常好，它不仅有我刚才说的给入门的人用的，也有每一个部分，每一个模块，每一个功能点的文档，然后它每个文档里面它还会提供那种prerun，就是你点一下那个，然后它会给你开一个虚拟机，这个虚拟机上面就有一个k8s集群，然后它会指导你输什么命令能做什么，然后你可以实践一下，在打开一个控制台，输入一下看看能打出什么，然后我觉得这个体验是非常好的，k8s本身是一个非常复杂的东西，它有了这个东西之后，学习体验会好很多。

【问】

你觉得这样设计的话，是会让这个阅读的过程更直观，更容易理解？

【答】

对，因为我觉得就是你光看东西是没有用的，你得边实践边学习，那么它这种其实就给你提供了一个很好的实践的机会，如果没有这种东西的话，你可能就是得自己先部署一个它的环境，开个项目，然后它写什么，你在自己项目里面写什么。这样对一些开源其实不是什么问题，因为那些开源框架很简单，但是对于K8s这种本来部署就很复杂的东西，你如果说想学习这个东西，还得自己先学习怎么去部署，其实就成本比较高。

【问】

还有其它要补充的吗？

【答】

可能还可以说一下团队内部文档的一些相关的。我刚才说的这些东西都是那种技术框架，技术方面的东西，不太涉及业务方面，但是实际工作中呢，其实很多东西复杂的是业务上的一些概念，比如说概念流程什么的，比如说当时在微软实习的时候，其实当时用的技术框架跟我平时用的差不多，但是我还是花了很长时间学习，在学习什么，是在学习它们内部的业务，比如说它们内部的一些业务概念啊。这个其实也有几年了，有点忘了。这种业务概念在微软内部，我的那个组是用了一个共享的one note笔记本，然后那个里面就会介绍很多它的一些业务概念，然后会给一些文档，一些内容。一般这种公司内部的这种业务相关的文档呢，其实它就是非常偏自然语言的东西了，很多时候我觉得这种东西也没法怎么自动化，而且它和每个公司自己是强相关的，你也不好去统一。我觉得如果想，因为我只有微软那一段时间，我还不知道其它公司怎么样，但是按我的那些同事反馈，可能一般这种公司内部的文档质量可能都不太高，如果想提高我们的质量的话，我觉得这种公司内部的业务文档其实是需要提高的一部分。

【问】

这种业务文档它主要的功能是方便组内的人员之间的工作交接、沟通是吗？

【答】

可以这么说吧，比如说来了个新人，公司里面有很多概念，或者公司自己的框架，然后那这些人他们的唯一学习的资料就是这个文档，然后除了这些文档就只能去问公司内部的人。它就不像这种开源的项目，其实用户面就比较广，资料就比较多。那么对于这种学习需求，对公司内部文档的质量的要求就特别高，但是对这种文档的话，在公司内部的话，其实从另一方面来说，你不懂的可以去问，这个其实也是一个比较好的方式。但是如果那个文档能够更详细的话，其实对于公司，对于团队内部和公司内部自己的各种工作的交接都是会有好处的。

【问】

除了公司内部的之外就没有其它要补充的吗？

【答】

差不多。

【问】

语言上，比如说国内的文档，从语言上你希望有什么改进吗？

【答】

嗯，我觉得其实都还好，因为大家都知道文档应该是更加简练，越简练越好，我觉得其实做得都还可以。

【问】

那问题就问完了，没有其它的。